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# Introducción

En este documento se redacta las decisiones tomadas para llevar a cabo este primer proyecto de manera progresiva, comenzando con la estructura y tratamiento de datos, continuando con la API y, en paralelo, el sistema de control de versiones. Así mismo, queda por escrito el proceso de gestión de cambios imprevistos y problemas en el desarrollo.

# Toma de decisiones

## Estructura y almacenamiento de datos

### Estructura inicial

En una primera instancia, tras haber leído los requisitos del proyecto, se nos dio a entender que los datos corrían por nuestra cuenta, y que para gestionarlos necesitábamos almacenarlos nosotros mismos. En ese momento se nos presentó la primera y más sencilla decisión: Qué estructura de base de datos y entorno emplear. Sin meditar demasiado el asunto, nos decantamos por **MySQL** por los siguientes motivos:

* Amplio conocimiento del lenguaje y herramientas asociadas dentro del equipo.
* Compatibilidad con entornos PHP, facilitando la integración.
* Popularidad y facilidad de acceso en entornos de desarrollo.
* Capacidad para gestionar eficientemente las consultas que el API iba a requerir.

### Adaptación a premisas posteriores

El viernes 07/02/2025 se nos transmitió a través de SLACK que para la realización de la práctica había que recabar los datos diréctamente desde la API de Twitch. Esto era nuevo para nosotros, ya que **en los requisitos de la práctica se establece explícitamente**:

“Todas las peticiones y respuestas están basadas en datos falsos, inventados, de prueba. Lo que importa es que esa es la información que tenéis que aseguraros que recibís y devolvéis.”

tuvimos que adaptarnos rápidamente para cumplimentar los requisitos del proyecto.

Decidimos hacer que la API que ya teníamos creada se comunicase diréctamente con la API de Twitch en lugar de con la base de datos que habíamos creado.

* Se implementó un manejo de errores que, en caso de fallo de comunicación con la API de Twitch, devuelve un **error 501 (Not Implemented)**.
* Se ajustó el código para minimizar el tiempo de respuesta y optimizar las consultas a la API externa.

## API

Esta fue la decisión que más tuvimos que meditar, teníamos dos opciones disponibles: alojarlo en GitHub para integrarlo con el proyecto o usar CDmon. Finalmente nos decantamos por esta última opción por los siguientes motivos:

* **Compatibilidad total con PHP:** CDmon ofrece soporte nativo para este lenguaje, evitando configuraciones adicionales que habrían sido necesarias con otras opciones.
* **Acceso público:** Permite que el API sea accesible desde cualquier ubicación, esto es ideal puesto que se especifica como un requisito del proyecto.
* **Facilidad de despliegue:** La interfaz de CDmon simplifica el proceso de configuración y despliegue del servicio.

## Control de versiones

Aquí no hubo que tomar ninguna decisión, ya que un requisito para la práctica era que el proyecto estuviese gestionado en GitHub. Las acciones realizadas para asegurar un correcto versionado fueron:

* Creación de un repositorio público para compartir el código.
* Documentación completa en el archivo **README.md**, que incluye instrucciones sobre cómo ejecutar y levantar el proyecto.
* Uso de ramas para implementar y probar funcionalidades antes de fusionarlas en la rama principal.

# Problemas encontrados

## Incompatibilidad entre HTTP Basic-Auth y Bearer Token de la API

Durante el desarrollo nos topamos con un problema significativo: el hosting en CDmon tiene activado por defecto el método de autenticación **HTTP Basic-Auth**, el cual solicita unas credenciales (usuario y contraseña) para cada petición que se realice a la API. Este sistema no se puede desactivar hasta donde hemos mirado.

El problema surge a raíz de que el encabezado de autorización (Authorization) se utiliza tanto para Basic-Auth como para los Bearer Tokens requeridos por la API. Esto genera una colisión, puesto que el encabezado solo puede contener uno de los dos valores. Si se incluyen las credenciales del Basic-Auth, el Bearer Token es sobrescrito, por lo que la autenticación con la API no es posible.

### Solución propuesta

En estudio

De momento no tenemos solución a este problema. Una posible solución sería subirlo a un servidor propio.

# información de interés para el corrector

## Ubicación

A

## Testear la implementación